1 Introduction

In object-oriented applications, the core of systems is a class hierarchy, that organizes concepts of the application domain or software artifacts useful in the development. Design, implementation and maintenance of specialization/generalization hierarchies are difficult tasks [45, 7], due to the size of the hierarchies, the numerous and often conflicting criteria (see for example [33, 20]) which can be used in the specialization/generalization process, as well as the natural evolution in the domain and in the knowledge about that domain, which has to be reflected by the hierarchy structure.

Real challenges for modern object-oriented CASE tools include the automated support for class hierarchy manipulations at any stage of the development life-cycle (domain modeling, analysis, design, implementation, maintenance and re-engineering).

In this paper we present a short survey of existing work on automation of class hierarchy manipulation in both OOP and OODBMS. Our study represents an extension and an update of previous studies on the domain reported in [12] and in [31] which have been carried out from a perspective different from ours. In the same time, the careful examination of the relevant aspects in the concurrent approaches helps us highlight some directions for future research.

The paper starts by a list of common scenarios that involve various reworking tasks for class hierarchies (Section 2). The external parameters of the proposed methods, such as the input and output data format, are discussed in Section 3. A special attention is paid to the quality criteria that are used to guide the hierarchy manipulations (Section 4). Finally, the algorithmic aspects of the examined methods are outlined (Section 5). To conclude, we draw some perspectives for future work (Section 6).

2 Hierarchy manipulation scenarios

The automated tools can clearly bring added value during the key processes that mark the class hierarchy life-cycle, in particular its initial design or its complete re-engineering. However, there is a wide range of other situations in which the structure of the class hierarchy undergoes changes of smaller scope, that can also benefit from automation.

In the literature, the following manipulation scenarios have been considered for complete or partial automation:

- **construction of the hierarchy from scratch**: based on a set of objects of some of the target classes as in [36, 35] or based on high-level specifications of the classes as in [25] or in [19],

- **evolution of the current hierarchy** through a set of restructuring operations:
  - unconstrained, class-addition-driven restructuring [10, 27, 17, 18],
  - under compatibility constraints, for example backward compatibility (with a previous version of a class library [42]) or compatibility with existing instances [28, 8],
  - prompted by the discovery of significant usage patterns [34],
  - aimed at improving the values of a set of software metrics [1, 47],

- **reconstruction of the entire class hierarchy** based on a sub-set of the information encoded in the current hierarchy:
  - using a set of existing classes and the binary relation "owns" that relates them to the properties (attributes and/or methods) they admit [9, 15],
  - under constraints of preserving a fixed sub-set of classes (for example the set of all non-abstract classes [25]),
  - constraint by a set of the known uses of the hierarchy in applications [48],
merge of already existing partial hierarchies, for example during the aspect inter-weaving task in aspect-oriented development [49].

The above list could have been extended by further works on hierarchy manipulations that rather put the emphasis on the definition of a set of atomic operations such as add/drop/move of classes/properties/inheritance links, split of a class into several classes or merge of a set of classes into a new class:

- for purposes of code refactoring [40, 22],
- for purposes of hierarchy evolution in OOP and OODB [11, 4],
- for purposes of hierarchy optimization [5] (under the constraint of preserving the semantics of instantiateable classes).

Although these operations are integrated into environments assisting hierarchy restructuring (e.g., ”Refactoring Browser” [43]), and their execution is completely automated, the decision about their invocation is left to the user of the environment.

In the following, we examine the existing approaches and shed light on their similarities and distinctive features. For our study, we selected a set of key aspects that enable a meaningful comparison.

3 External parameters of the approaches

The context in which the hierarchy manipulations have been applied is of high importance to our study as it embodies a set of initial hypotheses that are not always explicitly stated and that often limit the scope of the proposed algorithmic solutions.

<table>
<thead>
<tr>
<th>Owns(object, att_name:type)</th>
<th>isDescribedBy(class, conceptual_property)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Lieberherr et al [90,91]</td>
<td>Dvorak [94]</td>
</tr>
<tr>
<td>Bergstein et al. [91]</td>
<td></td>
</tr>
<tr>
<td>Access(var, feature)</td>
<td>isDescribedBy(class, tree)</td>
</tr>
<tr>
<td>Snelling et al. [00]</td>
<td>Thieme et al. [93]</td>
</tr>
<tr>
<td>Tip et al. [00]</td>
<td></td>
</tr>
</tbody>
</table>

Fig. 1. Classification of approaches with respect to the data description formalisms used.

In this sense, the input data format (or the data description formalisms) of the methods constitutes a key distinction criterion since it has a strong impact on both the precision of the obtained hierarchy and the complexity of the algorithmic methods. Whereas most of the methods consider class descriptions, which typically represent lists of class-owns-property expressions, some of the advanced approaches focus on objects. Moreover, the former group splits in several subgroups with respect to the kinds of properties admitted: pure attributes vs pure methods vs both attributes and methods. The granularity of the property descriptions discriminates even further the approaches (e.g., methods described by their signatures or by signature and body). Finally, specialization relationships between properties are taken into account by some of the methods.

In Figure 1, a tentative classification of the approaches with respect to the data description formalisms, is given. In its lower part, a set of class-based approaches are situated on an axis that models the precision...
of class descriptions with the methods using least precise descriptions drawn on the left. The ‘outliers’, i.e., methods using different kinds of input data, are situated above the axis. Curiously enough, these are the methods which explore the information beyond the immediate class description, i.e., the set of pairs of the own’s relation between classes and properties. All these methods study associations between classes and/or links between objects, although for varying purposes.

The context of the study, e.g., the intended programming language, may impose further constraints on both the input and the output of the proposed methods. For instance, the multiple inheritance that usually characterizes the obtained class hierarchies may not fit to the chosen programming framework (e.g., Java or SmallTalk). Thus, the approaches described in [25, 48] include indications for transforming the output hierarchy that may contain multiple inheritance cases into a single-inheritance one.

Another characteristic of the output is the distinction among the concepts of the target hierarchy according to their nature: whereas most of the methods deal with classes and interfaces in an indiscriminate manner, others focus on interfaces [15, 2, 30].

4 Hypotheses and quality criteria

The examined studies are founded by a set of ideas about what a target hierarchy should be, most often (but not always) expressed as explicit external quality criteria [37]: simplicity, comprehensibility, usability (easy to use), good performance (size and time complexity), reliability, reusability, extensibility, maintainability, low development cost, etc.

The intended improvement with respect to the above criteria is measured as the gain in some internal, and more objective, characteristics of the hierarchy that are believed to contribute to their respective achievement. We tend to distinguish two types of characteristics: the first one focusing on the structural aspects of the hierarchy, and the second one on intended purposes of the hierarchy.

Most frequently used structural characteristics include:

- degree of factorization: high levels of factorization clearly favor maintainability and extensibility; they are also believed to contribute to better usability (elements of the hierarchy are easily retrieved [26]) and reusability (as abstraction results in a set of classes of broader applicability scope [11]); some authors argue that in certain cases good factorization also brings better comprehensibility [29];
- minimizing class/property number: redundancy elimination based on the use experience [52, 48], unused feature deletion [51].

- provided that multiple inheritance is supported by the environment, some specific characteristics may be explored:
  - minimizing multiple inheritance [36, 35, 5], or conversely, admitting multiple inheritance as a standard, based on studies which show that conceptual entropy decreases when multiple inheritance is allowed [41] (hierarchies developed by different designers for a given application are closer when multiple inheritance is admitted);
  - promoting lattice vs. partial order [38, 46, 55, 54].

- provided that rejection of inherited features is admitted (like in Eiffel), the number of such rejections could be used as an indicator for the satisfaction of some external criteria:
  - enhancement of reusability (in terms of coding effort reduction) through controlled use of rejection [3],
  - total avoidance of rejection [10].

Semantic criteria relate to various interpretations of the inheritance relationship:

- from the implementation point of view, classes are like “code repositories” and inheritance is a way of sharing pieces of code;
- from the modeling point of view, the class hierarchy is supposed to reflect concepts and conceptual specialization of the application domain;
- sub-typing (in the usual sense of type theory [13]) is the third usual semantics.

Many have adopted the concept (Galois) lattice as a framework for the design of class hierarchies ([25, 55, 18]) because it is a natural structure that systematically factors out commonalities while preserving specialization relationships between classes. In fact, the lattice is typically defined upon a binary relation between two sets, currently qualified as objects and attributes (in our context these correspond to the sets of initial classes and of all available properties, respectively). A formal concept in this model associates a
(closed) set of objects and the set of attributes they share, whereas the set of all concepts forms a complete
lattice when provided with set inclusion between object components. By analogy with normalization for
database design, the concept lattice can be considered as a kind of normal form for the design of class
hierarchies. The lattice shows all potentially useful generalizations. Some of the generalizations of the
concept lattice are empty in that they do not possess their own attributes or objects; all their attributes
appear in at least one super-concept (inheritance) and dually, all their objects appear in a sub-concept
(extension inclusion). These concepts could be eliminated without loss of information thus leading to
a structure called a Galois sub-hierarchy (see [25]) which corresponds to the union of what is called
in [23] the sets of attribute concepts and object concepts of the concept lattice. This structure is not
necessarily a lattice but, when interpreting its nodes as classes, it is maximally factored, consistent with
specialization, while defining a minimal number of classes. It could also be considered as another kind
of normal form. As for normalization, in practice, there might be reasons to introduce deviations from these
ideal structures but the decision process should be made in a controlled manner by using the normal
forms as a conceptual framework.

![Fig. 2. Approaches classified according factorization and semantic criteria](image)

Two main criteria are used in Fig. 2 to classify the current approaches.

## 5 Algorithmic aspects

Two main aspects are to be considered from an algorithmic point of view. The general approach of
the algorithm is currently determined by the target structure (Fig. 3 left). When the output structure
is a tree or an arbitrary DAG, it is only partially characterized, and the algorithm is rather heuristic,
for example based on the minimization of the inheritance link number [35], guided by an upward search
which eliminates the feature rejection [10] or based on a cladistic algorithm [3]. Conversely, if the intended
structure is the Galois (concept) lattice [48] or the Galois sub-hierarchy [25], the algorithm can be proved
correct as it is done for Ceres in [32]. As far as the underlying model is recognized, a characterization
can be achieved as it is shown in [29] for algorithms which approach a Galois sub-hierarchy [15,39,14].

The algorithmic form (Fig. 3 right) is noteworthy if the algorithm is to be integrated as a service
in a CASE tool. Such development environments indeed require providing a wide range of actions as
those proposed in Section 2. Some algorithmic forms also have specific properties it is useful to study,
as Robustness of incremental approaches, which states that the order a set of actions are carried out
does not change the final result. Algorithms Aisgood [24], Ares [18] and the first stage in [6] share
such a robustness property, just as they also ensure that the final result is achieved by an associated
global algorithm (for ex. Ceres for Ares). Some approaches support human interaction: for example the
designer is invited to choose among several possible factorizations in [50], while Snelling et al. [48] put
the constructed lattice at the center of an interactive restructuring process.

## 6 Conclusion

As shown in Section 5, many of the proposed methods aim at improving the factorization while preserving
the specialization relationships. Furthermore, as they look for compact hierarchies, this favors the
generation of structures close to the Galois sub-hierarchy or lattice. This suggests a certain convergence toward a normalized model of a class hierarchy.

There have been several attempts to experimentally validate the proposed methods. However, most of the time, the validation methodology is limited in scope. In general, a complete and rigorous validation framework is still missing.

The normal form model mentioned above could constitute the basis for this framework, provided that an independent validation of the model is accomplished beforehand. Two different approaches may be used for this purpose. On the one hand, we could use consensual software metrics (as in [47]) to assess the impact of restructuring methods based on the normal form. On the other hand, the structural properties of the normal form could be expressed quantitatively, i.e., as metrics, structural or internal attribute ones (as in [44] and [16]). These new metrics should be validated on their own, in particular with respect to external quality criteria listed in Section 4.

In general, the combination of structure-based and metric-based reasoning deserves greater attention. Indeed, software metrics could also bring some benefits at operational level, for example as a guiding mechanism for hierarchy restructuring [1,47]. Such a hybrid strategy could be generalized to a broader set of methods and metrics.

Another key aspect of the suggested normal form is the support of coarser-granularity operations like hierarchy slicing and merging. First results about Galois lattice merge reported in [53] provide the basis for further investigation including their adaptation to sub-hierarchy manipulation.

As mentioned by G. Booch in [7], there are apparent similarities between concerns of class hierarchy design and conceptual clustering [21]. This suggests a careful study of possible benefits from the application of established conceptual clustering algorithms to hierarchy design, in particular when intelligibility of the target hierarchies is a factor.
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